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# **PROJECT OVERVIEW**

**Project Name**: VOID INVADER

**Date Started**: [OCTOBER 23, 2024]

**Date Ended**: [End Date]

**Project Team Leader**: ALCAZAR, JOHN ALEX B.

**Project Team Members**: DELATORRE, EMMANUEL S.

DATUIN, JHAZTINE LAITRELL

## **PURPOSE:**

The primary purpose of the "Void Invader" project is to create an engaging and interactive gaming experience that allows players to navigate through various game modes, manage player attributes, and enjoy dynamic gameplay through a well-structured menu and rendering system. The project focuses on implementing essential game mechanics, such as player health management, enemy interactions, and a responsive user interface, to enhance overall gameplay enjoyment and performance.

## **KEY FEATURES:**

### 1. **Game Structure**

* **Main Game Loop**: The Program class contains a main game loop that continuously updates and renders the game state, allowing for real-time gameplay.
* **Game States**: The game can switch between different states (e.g., main menu, single-player, two-player, scores) using a state management system.

### 2. **Player Management**

* **Player Class**: The codebase includes a Player class that manages player attributes, actions, and rendering. It supports both single-player and multiplayer modes.
* **Input Handling**: The game captures keyboard input to control player actions, such as movement and attacks.

### 3. **Menu System**

* **Dynamic Menus**: The MainMenu class provides a dynamic menu system that allows users to navigate through different game options (e.g., single-player, two-player, scores).
* **Selector Navigation**: The menu includes a visual selector that users can move up and down to choose options.

### 4. **Rendering System**

* **Custom Rendering**: The game uses a custom rendering system to draw game elements on the console, including borders, player characters, and menus.
* **Debug Information**: The code includes functionality to render debug information, which can be useful for development and testing.

### 5. **Timer and Frame Rate Control**

* **Frame Rate Management**: The game uses a timer to control the frame rate, ensuring smooth gameplay at a target frame rate (e.g., 60 FPS).
* **Update Mechanism**: The UpdateScreen method is called at regular intervals to refresh the game state and render the current frame.

### 6. **Input Management**

* **Keyboard Input**: The game utilizes a keyboard input system to capture player actions, with cooldowns to prevent rapid input.
* **Direct Input Handling**: The use of the DirectInput class allows for more responsive input handling.

### 7. **Game Configuration**

* **Customizable Dimensions**: The game allows for customizable screen dimensions (width and height), enabling flexibility in how the game is displayed.
* **Palette and Visual Settings**: The game engine can set visual palettes and other graphical settings to enhance the visual experience.

### 8. **Exit and Cleanup**

* **Graceful Exit**: The game includes functionality to clean up resources and exit gracefully when the player chooses to quit.

# **CODE DOCUMENTATION**

## **CODING STANDARDS**

1. **Naming Conventions**: The code uses PascalCase for class names (e.g., Player, MainMenu) and camelCase for method and variable names (e.g., playerOnePosition, attackCooldownFramesOne).
2. **Commenting**: There are comments throughout the code that explain the purpose of methods and sections.
3. **Use of Access Modifiers**: The code appropriately uses access modifiers (e.g., private, public) to encapsulate class members, promoting good object-oriented design principles.
4. **Separation of Concerns**: The project separates different functionalities into distinct classes (e.g., Player, MainMenu).
5. **Error Handling**: The code includes basic error handling (e.g., try-catch blocks) to manage exceptions that may arise during execution, enhancing the robustness of the application.

## **FUNCTIONS/METHODS**

### 1. **Function: Create()**

**Purpose:** The Create() method is responsible for initializing the game environment. It sets up the console window, configures the game engine, and prepares the main menu and player instances. This method is called once at the start of the game to establish the initial state.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 2. **Function: UpdateScreen()**

**Purpose:** The UpdateScreen() method is responsible for updating the game state and rendering the current frame. It checks whether the game is in a playing state or in the menu state, updates the player and if the game is active, and renders the appropriate visuals to the console. This method is called repeatedly at a set interval to ensure smooth gameplay.

**Parameters:**

* object state

**Return Value:**

* This method does not return a value (void).

### 3. **Function: Update**

**Purpose:** The Update method is responsible for updating the player's state, including handling player movement, attacks, and bullet updates. It ensures that the player's actions are processed each frame, allowing for real-time interaction.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 4. **Function: CanAttack**

**Purpose:** The CanAttack method checks if the player is able to perform an attack based on the cooldown frames. It manages the attack timing and prevents the player from attacking too frequently.

**Parameters:**

* ref int attackTime
* int cooldownFrames
* ref bool attackPressed

**Return Value:**

* Returns a boolean value (true or false), indicating whether the attack can be performed.

### 5. **Function: UpdateBullets**

**Purpose:** The UpdateBullets method updates the position of the bullets fired by the player. It checks if the bullets are still within the screen bounds and removes any that have gone off-screen.

**Parameters:**

* List<Point> bullets

**Return Value:**

* This method does not return a value (void).

### 6. **Function: Render**

**Purpose:** The Render method is responsible for drawing the player and their bullets on the console screen. It calls other rendering methods to display the player character and their projectiles.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 7. **Function: RenderPlayer**

**Purpose:** The RenderPlayer method draws the player character on the console based on its position and color. It calculates the hitbox for the player and renders each segment of the player character.

**Parameters:**

* Point[] player
* Point position
* int color

**Return Value:**

* This method does not return a value (void).

### 8. **Function: RenderBullets**

**Purpose:** The RenderBullets method is responsible for drawing the bullets on the console screen. It iterates through the list of bullets and renders each one at its current position using the specified color.

**Parameters:**

* List<Point> bullets
* int color

**Return Value:**

* This method does not return a value (void).

### 9. **Function: RenderBorder**

**Purpose:** The RenderBorder method draws the borders of the game area on the console. It creates a visual boundary by rendering the top, bottom, left, and right edges of the game screen using a specified border color.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 10. **Function: Dispose**

**Purpose:** The Dispose method is responsible for releasing any resources used by the Player class. It ensures that the keyboard and direct input resources are properly cleaned up to prevent memory leaks and other resource-related issues.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 11. **Function: Render**

**Purpose:** The Render method is responsible for displaying the main menu on the console. It clears the buffer, loads the necessary fonts, renders the borders, and displays the game title and menu options based on the current page.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 12. **Function: LoadFonts**

**Purpose:** The LoadFonts method loads the font files required for rendering text in the game. It initializes the font objects that will be used to display the game title and menu options in a stylized format.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 13. **Function: RenderBorder**

**Purpose:** The RenderBorder method draws the borders of the game area on the console. It creates a visual boundary by rendering the top, bottom, left, and right edges of the game screen using a specified border color.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 14. **Function: RenderSelector**

**Purpose:** The RenderSelector method visually indicates the currently selected menu option. It draws a selector (cursor) next to the selected option to provide feedback to the player about their current choice.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 15. **Function: GameTitle**

**Purpose:** The GameTitle method displays the title of the game on the console using a stylized font. It positions the title at a specific point on the screen and uses the loaded font to render it.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 16. **Function: RenderMainMenu**

**Purpose:** The RenderMainMenu method displays the main menu options on the console. It creates an array of menu options and iterates through it to render each option at the specified positions.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 17. **Function: Render1PlayerMenu**

**Purpose:** The Render1PlayerMenu method displays the 1-player menu, prompting the user to enter their name and providing options for gameplay. It shows the player's name input and the available game mode (Survival) along with a back option.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 18. **Function: Render2PlayerMenu**

**Purpose:** The Render2PlayerMenu method is intended to display the 2-player menu.

(Not Implemented)

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 19. **Function: RenderSurvival**

**Purpose:** The RenderSurvival method is intended to display the survival game mode interface.

(Not Implemented)

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 20. **Function: RenderScores**

**Purpose:** The RenderScores method is designed to display the scores or leaderboard information.

(Not Implemented)

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 21. **Function: RenderDebugInfo**

**Purpose:** The RenderDebugInfo method outputs debugging information to the console. It provides insights into the current state of the application, such as the current page and the position of the selector, which can be useful for troubleshooting.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 23. **Function: Update**

**Purpose:** The Update method is responsible for updating the game state. It checks the current keyboard state, reduces cooldown timers, and handles input based on the current page of the menu.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 24. **Function: HandleMainMenuInput**

**Purpose:** The HandleMainMenuInput method processes user input for the main menu. It checks for key presses to navigate through the menu options and handles the selection of different pages.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 25. **Function: Handle1PlayerMenuInput**

**Purpose:** The Handle1PlayerMenuInput method processes user input specifically for the 1-player menu. It allows the player to navigate options and enter their name, as well as handle the selection of gameplay modes.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 26. **Function: Handle2PlayerMenuInput**

**Purpose:** The Handle2PlayerMenuInput method is intended to process user input for the 2-player menu.

(Not Implemented)

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 27. **Function: CanType**

**Purpose:** The CanType method checks if the player can type based on the cooldown timer. It ensures that input is not registered too quickly, providing a smoother user experience.

**Parameters:**

* ref int moveTime:
* int moveCooldown:

**Return Value:**

* Returns a boolean indicating whether the player can type (true) or not (false).

### 28. **Function: ResetToMainMenu**

**Purpose:** The ResetToMainMenu method resets the menu state back to the main menu. It clears player names and resets the selector position.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 29. **Function: ExitGame**

**Purpose:** The ExitGame method handles the cleanup and termination of the game. It releases any acquired resources and exits the application.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 30. **Function: HandleKeyboardInput**

**Purpose:** The HandleKeyboardInput method processes general keyboard input. It checks for key presses and executes corresponding actions based on the current context of the game.

**Parameters:**

* This method does not take any parameters.

**Return Value:**

* This method does not return a value (void).

### 31. **Function: GetCharacterFromKey**

**Purpose:** The GetCharacterFromKey method is designed to convert a key press into a character representation. This would be useful for inputting player names or other text-based interactions.

**Parameters:**

* Key key

**Return Value:**

* This method would return a character corresponding to the key pressed

# **TESTING**

Provide a few examples of test cases and expected results.

## **TEST CASES**

[Test Case 1]

* Description: [Briefly describe the test case]
* Expected Result: [Specify the expected outcome]

[Test Case 2]

...

Test Results

[Summarize the results of executed test cases]

# **USER GUIDE**

## **USER INTERFACE**

### 1. **Main Menu**

* **Options**: The main menu presents several options for the user, including:
  + **1-Player**: Starts a single-player game.
  + **2-Player**: Initiates a multiplayer game.
  + **Scores**: Displays the leaderboard or scores.
  + **Exit**: Exits the game.

### 2. **Selector**

* **Navigation**: A visual selector (cursor) allows users to navigate through the menu options. The selector's position changes based on user input (W/S keys) to highlight the currently selected option.

### 3. **1-Player Menu**

* **Input Field**: Prompts the user to enter their name for the single-player mode.
* **Options**: Includes options to start the "Survival" mode or go back to the main menu.

### 4. **2-Player Menu**

* **Placeholder**: Currently, there is no detailed implementation for the 2-player menu, but it is intended to allow for multiplayer game setup.

### 5. **Scores Display**

* **Leaderboard**: A section dedicated to displaying player scores and rankings, although the rendering details are not provided.

### 6. **Visual Elements**

* **Borders**: The interface includes borders rendered around the console window to enhance visual structure.
* **Fonts**: Custom fonts are loaded for rendering text in a stylized manner, enhancing the overall aesthetic of the menu.

### 7. Interaction

* **Keyboard Input**: Users interact with the interface primarily through keyboard input, using keys to navigate the menu and select options.

## **TROUBLESHOOTING**

Rendering Issues -

## **FREQUENTLY ASKED QUESTIONS (FAQ)**

[Question 1]

Answer: [Provide the answer]

[Question 2]

...

# **CONSOLE SCREENSHOTS**

![](data:image/png;base64,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)

The provided image is a screenshot from a console game project titled "VOID INVADER." The interface employs a retro, pixelated design inspired by classic arcade games. The title, displayed prominently at the center, is complemented by a set of interactive menu options:

1-Player – Starts a single-player game.

2-Player – Initiates a two-player game.

Scores – Displays high scores or game statistics.

Exit – Closes the game.

The screen layout includes a minimalistic blue border, enhancing the visual structure of the menu. Additionally, there is developer-related information, such as "Page: NullMenu, Selector Position," displayed in the top-left corner, suggesting that the game is still under development or debugging.

# **FUNDAMENTALS OF PROGRAMMING APPLIED**

1. Variables and Data Types:

* String Variables

private string player1Name = "";

private string player2Name = "";

private string currentPage = "MainMenu";

string debugInfo = $"Page: {currentPage}, Selector Position: {selectorPosition.X}, {selectorPosition.Y}";

* Integer Variables

private int borderColor = 1;

private int screenWidth = 400;

private int screenHeight = 100;

private int moveCooldown = 10;

private int moveTime = 0;

private int typeCooldown = 8;

private int typeTime = 0;

private int enterCooldown = 8;

private int enterTime = 0;

private int delCooldown = 8;

private int delTime = 0;

public int width = 400;

public int height = 100;

private int borderColor = 1;

private int screenWidth = 400;

private int screenHeight = 100;

public int playerOneColor = 4;

public int playerTwoColor = 3;

public int playerOneLife = 5;

public int playerTwoLife = 5;

private int attackCooldownFramesOne = 30;

private int attackTimeOne = 0;

private int attackCooldownFramesTwo = 30;

private int attackTimeTwo = 0;

* Boolean Variables

public bool isPlaying = true;

private bool inputName1 = false;

private bool inputName2 = false;

public bool isSinglePlayer = true;

public bool isOnePlayer;

public bool isTwoPlayer;

* Point Variables

private Point selectorPosition = new Point(165, 25);

public Point playerOnePosition;

public Point playerTwoPosition;

Point newBullet = new Point(bullets[i].X + 1, bullets[i].Y);

Point playerHitBox = new Point(item.X + position.X, item.Y + position.Y);

2. Control Structures (if statements, loops):

if (isPlaying == true)

{

player.Update();

player.Render();

}

else

{

menu.Render();

menu.Update();

}

switch (currentPage)

{

case "MainMenu":

RenderMainMenu();

RenderSelector();

break;

case "1Player":

Render1PlayerMenu();

if (!inputName1) RenderSelector();

break;

case "2Player":

Render2PlayerMenu();

if (!inputName1 && !inputName2) RenderSelector();

break;

case "Scores":

break;

case "Survival":

RenderSurvival();

break;

}

for (int x = 0; x < screenWidth; x++)

{

engine.SetPixel(new Point(x, 0), borderColor, ConsoleCharacter.Full);

engine.SetPixel(new Point(x, screenHeight - 1), borderColor, ConsoleCharacter.Full);

}

for (int y = 0; y < screenHeight; y++)

{

engine.SetPixel(new Point(0, y), borderColor, ConsoleCharacter.Full);

engine.SetPixel(new Point(screenWidth - 1, y), borderColor, ConsoleCharacter.Full);

}

foreach (var item in selector)

{

engine.SetPixel(new Point(item.X + selectorPosition.X, item.Y + selectorPosition.Y), 2, ConsoleCharacter.Full);

}

for (int i = 0; i < menuOptions.Length; i++)

{

engine.WriteFiglet(new Point(170, 25 + (i \* 5)), menuOptions[i], font1, 2);

}

if (engine.GetKey(ConsoleKey.Enter) && player1Name != "" && enterTime == 0)

{

enterTime = enterCooldown;

inputName1 = false;

}

if (enterTime > 0) enterTime--;

switch (currentPage)

{

case "MainMenu":

HandleMainMenuInput();

break;

case "1Player":

Handle1PlayerMenuInput();

break;

}

if (engine.GetKey(ConsoleKey.W) && selectorPosition.Y > 25 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y -= 5;

}

else if (engine.GetKey(ConsoleKey.S) && selectorPosition.Y < 40 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y += 5;

}

if (engine.GetKey(ConsoleKey.Enter) && enterTime == 0)

{

enterTime = enterCooldown;

switch (selectorPosition.Y)

{

case 25: currentPage = "1Player"; inputName1 = true; break;

case 30: currentPage = "2Player"; inputName1 = inputName2 = true; break;

case 35: currentPage = "Scores"; break;

case 40: ExitGame(); break;

}

}

if (engine.GetKey(ConsoleKey.W) && selectorPosition.Y > 30 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y -= 5;

}

else if (engine.GetKey(ConsoleKey.S) && selectorPosition.Y < 35 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y += 5;

}

if (engine.GetKey(ConsoleKey.Enter) && enterTime == 0)

{

enterTime = enterCooldown;

if (selectorPosition.Y == 30)

{

currentPage = "Survival";

}

else if (selectorPosition.Y == 35)

{

ResetToMainMenu();

}

}

if (moveTime == 0)

{

moveTime = moveCooldown;

return true;

}

if (moveTime > 0) moveTime--;

return false;

if (!inputName1 || (!inputName1 && inputName2)) return;

if (keyboardState.IsPressed(Key.Back) && CanType(ref delTime, delCooldown))

{

try

{

player1Name = player1Name.Substring(0, player1Name.Length - 1);

}

catch (System.ArgumentOutOfRangeException) { }

}

for (int i = 0; i < 256; i++)

{

if (keyboardState.IsPressed((Key)i) && CanType(ref typeTime, typeCooldown))

{

char keyChar = GetCharacterFromKey((Key)i);

if (keyChar != '\0' && player1Name.Length < 10)

{

player1Name += keyChar;

}

}

}

switch (key)

{

case Key.A: return 'A';

case Key.B: return 'B';

case Key.C: return 'C';

case Key.D: return 'D';

case Key.E: return 'E';

case Key.F: return 'F';

case Key.G: return 'G';

case Key.H: return 'H';

case Key.I: return 'I';

case Key.J: return 'J';

case Key.K: return 'K';

case Key.L: return 'L';

case Key.M: return 'M';

case Key.N: return 'N';

case Key.O: return 'O';

case Key.P: return 'P';

case Key.Q: return 'Q';

case Key.R: return 'R';

case Key.S: return 'S';

case Key.T: return 'T';

case Key.U: return 'U';

case Key.V: return 'V';

case Key.W: return 'W';

case Key.X: return 'X';

case Key.Y: return 'Y';

case Key.Z: return 'Z';

default: return '\0';

}

if (isSinglePlayer)

{

isOnePlayer = true;

playerOnePosition = initialPosition;

}

else

{

isOnePlayer = true;

isTwoPlayer = true;

playerOnePosition = initialPosition;

playerTwoPosition = new Point(initialPosition.X + 10, initialPosition.Y);

}

if (keyboardState == null)

return;

if (keyboardState.IsPressed(Key.W) && playerOnePosition.Y > 1) playerOnePosition.Y--;

if (keyboardState.IsPressed(Key.S) && playerOnePosition.Y < screenHeight - 5) playerOnePosition.Y++;

if (keyboardState.IsPressed(Key.A) && playerOnePosition.X > 1) playerOnePosition.X--;

if (keyboardState.IsPressed(Key.D) && playerOnePosition.X < screenWidth - 5) playerOnePosition.X++;

if (keyboardState.IsPressed(Key.Space) && CanAttack(ref attackTimeOne, attackCooldownFramesOne, ref attackPressedOne))

{

Point newBullet = new Point(playerOnePosition.X, playerOnePosition.Y + 3);

playerOneBullets.Add(newBullet);

}

if (isTwoPlayer)

{

if (keyboardState.IsPressed(Key.Up) && playerTwoPosition.Y > 1) playerTwoPosition.Y--;

if (keyboardState.IsPressed(Key.Down) && playerTwoPosition.Y < screenHeight - 7) playerTwoPosition.Y++;

if (keyboardState.IsPressed(Key.Left) && playerTwoPosition.X > 1) playerTwoPosition.X--;

if (keyboardState.IsPressed(Key.Right) && playerTwoPosition.X < screenWidth - 7) playerTwoPosition.X++;

if (keyboardState.IsPressed(Key.RightControl) && CanAttack(ref attackTimeTwo, attackCooldownFramesTwo, ref attackPressedTwo))

{

Point newBullet = new Point(playerTwoPosition.X, playerTwoPosition.Y + 3);

playerTwoBullets.Add(newBullet);

}

}

if (attackTime == 0)

{

attackTime = cooldownFrames;

attackPressed = true;

return true;

}

if (attackTime > 0) attackTime--;

for (int i = bullets.Count - 1; i >= 0; i--)

{

Point newBullet = new Point(bullets[i].X + 1, bullets[i].Y);

if (newBullet.Y >= 0)

{

bullets[i] = newBullet;

}

else

{

bullets.RemoveAt(i);

}

}

foreach (var item in player)

{

Point playerHitBox = new Point(item.X + position.X, item.Y + position.Y);

playerHitbox.Add(playerHitBox);

engine.SetPixel(playerHitBox, color, ConsoleCharacter.Full);

}

foreach (var bullet in bullets)

{

engine.SetPixel(bullet, color, ConsoleCharacter.Full);

}

for (int x = 0; x < screenWidth; x++)

{

engine.SetPixel(new Point(x, 0), borderColor, ConsoleCharacter.Full);

engine.SetPixel(new Point(x, screenHeight - 1), borderColor, ConsoleCharacter.Full);

}

for (int y = 0; y < screenHeight; y++)

{

engine.SetPixel(new Point(0, y), borderColor, ConsoleCharacter.Full);

engine.SetPixel(new Point(screenWidth - 1, y), borderColor, ConsoleCharacter.Full);

}

3. Functions/Methods:

public override void Create()

{

Console.SetBufferSize(width, height);

Engine.SetPalette(Palettes.Pico8);

Engine.Borderless();

Console.Title = "GAMER!!";

TargetFramerate = 60;

menu = new MainMenu(Engine);

player = new Player(Engine, new Point(10, 10), menu.isSinglePlayer);

// Set a timer for the game loop (running every frame)

timer = new Timer(UpdateScreen, null, 0, 1000 / TargetFramerate);

}

private void UpdateScreen(object state)

{

if (isPlaying == true)

{

// Update the player and enemies

player.Update();

// Render the player and enemies

player.Render();

}

menu.Render();

menu.Update();

}

public void Render()

{

LoadFonts();

engine.ClearBuffer();

RenderBorder();

GameTitle();

switch (currentPage)

{

case "MainMenu":

RenderMainMenu();

RenderSelector();

break;

case "1Player":

Render1PlayerMenu();

if (!inputName1) RenderSelector();

break;

case "2Player":

Render2PlayerMenu();

if (!inputName1 && !inputName2) RenderSelector();

break;

case "Scores":

// Additional rendering for other pages can go here

break;

case "Survival":

RenderSurvival();

break;

}

RenderDebugInfo();

engine.DisplayBuffer();

}

private void LoadFonts()

{

font = FigletFont.Load("C:\\Users\\Styx\\Desktop\\ITEC102FinalMain\\\_Game\_Main\\3d.flf");

font1 = FigletFont.Load("C:\\Users\\Styx\\Desktop\\ITEC102FinalMain\\\_Game\_Main\\smslant.flf");

}

private void RenderBorder ()

{

for (int x = 0; x < screenWidth; x++)

{

engine.SetPixel(new Point(x, 0), borderColor, ConsoleCharacter.Full);

engine.SetPixel(new Point(x, screenHeight - 1), borderColor, ConsoleCharacter.Full);

}

// Render left and right borders

for (int y = 0; y < screenHeight; y++)

{

engine.SetPixel(new Point(0, y), borderColor, ConsoleCharacter.Full);

engine.SetPixel(new Point(screenWidth - 1, y), borderColor, ConsoleCharacter.Full);

}

}

private void RenderSelector()

{

foreach (var item in selector)

{

engine.SetPixel(new Point(item.X + selectorPosition.X, item.Y + selectorPosition.Y), 2, ConsoleCharacter.Full);

}

}

private void GameTitle()

{

engine.WriteFiglet(new Point(140, 10), "VOID INVADER", font, 2);

}

private void RenderMainMenu()

{

string[] menuOptions = { "1-Player", "2-Player", "Scores", "Exit" };

for (int i = 0; i < menuOptions.Length; i++)

{

engine.WriteFiglet(new Point(170, 25 + (i \* 5)), menuOptions[i], font1, 2);

}

}

private void Render1PlayerMenu()

{

engine.WriteFiglet(new Point(85, 25), "Enter your name:", font1, 2);

engine.WriteFiglet(new Point(180, 25), player1Name, font1, 2);

engine.WriteFiglet(new Point(170, 30), "Survival", font1, 2);

engine.WriteFiglet(new Point(170, 35), "Back", font1, 2);

if (engine.GetKey(ConsoleKey.Enter) && player1Name != "" && enterTime == 0)

{

enterTime = enterCooldown;

inputName1 = false;

}

}

private void Render2PlayerMenu()

{

// nothing to see here

}

private void RenderSurvival()

{

// nothing to see here

}

private void RenderScores()

{

// nothing to see here

}

private void RenderDebugInfo()

{

string debugInfo = $"Page: {currentPage}, Selector Position: {selectorPosition.X}, {selectorPosition.Y}";

engine.WriteText(new Point(10, 10), debugInfo, 2);

}

public void Update()

{

keyboardState = keyboard.GetCurrentState();

// Reduce the cooldown timer for Enter key

if (enterTime > 0) enterTime--;

switch (currentPage)

{

case "MainMenu":

HandleMainMenuInput();

break;

case "1Player":

Handle1PlayerMenuInput();

break;

}

HandleKeyboardInput();

}

private void HandleMainMenuInput()

{

if (engine.GetKey(ConsoleKey.W) && selectorPosition.Y > 25 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y -= 5;

}

else if (engine.GetKey(ConsoleKey.S) && selectorPosition.Y < 40 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y += 5;

}

if (engine.GetKey(ConsoleKey.Enter) && enterTime == 0)

{

enterTime = enterCooldown;

switch (selectorPosition.Y)

{

case 25: currentPage = "1Player"; inputName1 = true; break;

case 30: currentPage = "2Player"; inputName1 = inputName2 = true; break;

case 35: currentPage = "Scores"; break;

case 40: ExitGame(); break;

}

}

}

private void Handle1PlayerMenuInput()

{

if (engine.GetKey(ConsoleKey.W) && selectorPosition.Y > 30 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y -= 5;

}

else if (engine.GetKey(ConsoleKey.S) && selectorPosition.Y < 35 && CanType(ref moveTime, moveCooldown))

{

selectorPosition.Y += 5;

}

if (engine.GetKey(ConsoleKey.Enter) && enterTime == 0)

{

enterTime = enterCooldown;

if (selectorPosition.Y == 30)

{

currentPage = "Survival";

}

else if (selectorPosition.Y == 35)

{

ResetToMainMenu();

}

}

}

private void Handle2PlayerMenuInput()

{

// nothing to see here

}

private bool CanType(ref int moveTime, int moveCooldown)

{

if (moveTime == 0)

{

moveTime = moveCooldown;

return true;

}

if (moveTime > 0) moveTime--;

return false;

}

private void ResetToMainMenu()

{

currentPage = "MainMenu";

selectorPosition = new Point(165, 25);

player1Name = "";

inputName1 = false;

}

private void ExitGame()

{

keyboard.Unacquire();

directInput.Dispose();

Environment.Exit(0);

}

private void HandleKeyboardInput()

{

if (!inputName1 || (!inputName1 && inputName2)) return;

if (keyboardState.IsPressed(Key.Back) && CanType(ref delTime, delCooldown))

{

try

{

player1Name = player1Name.Substring(0, player1Name.Length - 1); // Remove last character

}

catch (System.ArgumentOutOfRangeException) { }

}

// Iterate over all keys to see if they are pressed

for (int i = 0; i < 256; i++)

{

if (keyboardState.IsPressed((Key)i) && CanType(ref typeTime, typeCooldown))

{

char keyChar = GetCharacterFromKey((Key)i);

if (keyChar != '\0' && player1Name.Length < 10)

{

player1Name += keyChar;

}

}

}

}

private char GetCharacterFromKey(Key key)

{

switch (key)

{

case Key.A: return 'A';

case Key.B: return 'B';

case Key.C: return 'C';

case Key.D: return 'D';

case Key.E: return 'E';

case Key.F: return 'F';

case Key.G: return 'G';

case Key.H: return 'H';

case Key.I: return 'I';

case Key.J: return 'J';

case Key.K: return 'K';

case Key.L: return 'L';

case Key.M: return 'M';

case Key.N: return 'N';

case Key.O: return 'O';

case Key.P: return 'P';

case Key.Q: return 'Q';

case Key.R: return 'R';

case Key.S: return 'S';

case Key.T: return 'T';

case Key.U: return 'U';

case Key.V: return 'V';

case Key.W: return 'W';

case Key.X: return 'X';

case Key.Y: return 'Y';

case Key.Z: return 'Z';

default: return '\0'; // Return null character for unrecognized keys

}

}

public void Update()

{

keyboardState = keyboard.GetCurrentState();

if (keyboardState == null)

return;

// Player One Controls

if (keyboardState.IsPressed(Key.W) && playerOnePosition.Y > 1) playerOnePosition.Y--;

if (keyboardState.IsPressed(Key.S) && playerOnePosition.Y < screenHeight - 5) playerOnePosition.Y++; // Adjusted for player height

if (keyboardState.IsPressed(Key.A) && playerOnePosition.X > 1) playerOnePosition.X--;

if (keyboardState.IsPressed(Key.D) && playerOnePosition.X < screenWidth - 5) playerOnePosition.X++; // Adjusted for player width

// Player One Shooting

if (keyboardState.IsPressed(Key.Space) && CanAttack(ref attackTimeOne, attackCooldownFramesOne, ref attackPressedOne))

{

Point newBullet = new Point(playerOnePosition.X, playerOnePosition.Y + 3);

playerOneBullets.Add(newBullet);

}

// Player Two Controls (if two players are enabled)

if (isTwoPlayer)

{

if (keyboardState.IsPressed(Key.Up) && playerTwoPosition.Y > 1) playerTwoPosition.Y--;

if (keyboardState.IsPressed(Key.Down) && playerTwoPosition.Y < screenHeight - 7) playerTwoPosition.Y++;

if (keyboardState.IsPressed(Key.Left) && playerTwoPosition.X > 1) playerTwoPosition.X--;

if (keyboardState.IsPressed(Key.Right) && playerTwoPosition.X < screenWidth - 7) playerTwoPosition.X++;

// Player Two Shooting

if (keyboardState.IsPressed(Key.RightControl) && CanAttack(ref attackTimeTwo, attackCooldownFramesTwo, ref attackPressedTwo))

{

Point newBullet = new Point(playerTwoPosition.X, playerTwoPosition.Y + 3);

playerTwoBullets.Add(newBullet);

}

}

UpdateBullets(playerOneBullets);

UpdateBullets(playerTwoBullets);

}

private bool CanAttack(ref int attackTime, int cooldownFrames, ref bool attackPressed)

{

if (attackTime == 0)

{

attackTime = cooldownFrames;

attackPressed = true;

return true;

}

attackPressed = false;

if (attackTime > 0) attackTime--;

return false;

}

private void UpdateBullets(List<Point> bullets)

{

for (int i = bullets.Count - 1; i >= 0; i--)

{

Point newBullet = new Point(bullets[i].X + 1, bullets[i].Y);

// Check if the bullet is still within the screen bounds

if (newBullet.Y >= 0)

{

bullets[i] = newBullet;

}

else

{

bullets.RemoveAt(i); // Remove bullet if it goes off-screen

}

}

}

public void Render()

{

engine.ClearBuffer();

RenderBorder();

RenderPlayer(playerOne, playerOnePosition, playerOneColor); // for Player One

RenderPlayer(playerTwo, playerTwoPosition, playerTwoColor); // for Player Two

RenderBullets(playerOneBullets, playerOneColor); // for Player One Bullets

RenderBullets(playerTwoBullets, playerTwoColor); // for Player Two Bullets

engine.DisplayBuffer();

}

public void RenderPlayer(Point[] player, Point position, int color)

{

List<Point> playerHitbox = new List<Point>();

// Add the player's segments to the hitbox

foreach (var item in player)

{

Point playerHitBox = new Point(item.X + position.X, item.Y + position.Y);

playerHitbox.Add(playerHitBox); // Add each calculated segment to the hitbox list

engine.SetPixel(playerHitBox, color, ConsoleCharacter.Full); // Render the segment on the screen

}

}

private void RenderBullets(List<Point> bullets, int color)

{

foreach (var bullet in bullets)

{

engine.SetPixel(bullet, color, ConsoleCharacter.Full);

}

}

private void RenderBorder()

{

// Render top and bottom borders

for (int x = 0; x < screenWidth; x++)

{

engine.SetPixel(new Point(x, 0), borderColor, ConsoleCharacter.Full); // Top border

engine.SetPixel(new Point(x, screenHeight - 1), borderColor, ConsoleCharacter.Full); // Bottom border

}

// Render left and right borders

for (int y = 0; y < screenHeight; y++)

{

engine.SetPixel(new Point(0, y), borderColor, ConsoleCharacter.Full); // Left border

engine.SetPixel(new Point(screenWidth - 1, y), borderColor, ConsoleCharacter.Full); // Right border

}

}

public void Dispose()

{

keyboard.Unacquire();

keyboard.Dispose();

directInput.Dispose();

}

4. Arrays or Collections:

string[] menuOptions = { "1-Player", "2-Player", "Scores", "Exit" };

public List<Point> playerOneBullets = new List<Point>();

public List<Point> playerTwoBullets = new List<Point>();

private Point[] selector = {new Point(0, 1), new Point(0, 2), new Point(0, 3), new Point(0, 4), new Point(56, 1), new Point(56, 2), new Point(56, 3), new Point(56, 4)};

public Point[] playerOne = {

new Point(0,0),

new Point(0,1), new Point(1,1), new Point(2,1),

new Point(0,2), new Point(1,2), new Point(2,2), new Point(3,2),

new Point(0,3), new Point(1,3), new Point(2,3), new Point(3,3), new Point(4,3),

new Point(0,4), new Point(1,4), new Point(2,4), new Point(3,4),

new Point(0,5), new Point(1,5), new Point(2,5),

new Point(0,6)

};

public Point[] playerTwo = {

new Point(0,0),

new Point(0,1), new Point(1,1), new Point(2,1),

new Point(0,2), new Point(1,2), new Point(2,2), new Point(3,2),

new Point(0,3), new Point(1,3), new Point(2,3), new Point(3,3), new Point(4,3),

new Point(0,4), new Point(1,4), new Point(2,4), new Point(3,4),

new Point(0,5), new Point(1,5), new Point(2,5),

new Point(0,6)

};

List<Point> playerHitbox = new List<Point>();

# **CONCLUSION**

## **SUMMARY**

Summarize the main points covered in the documentation.

## **FUTURE ENHANCEMENTS**

### 1. **Implement Enemy**

This feature involves creating the enemy characters that will interact with the player within the game.

* **Enemy Class**: Define an Enemy class that encapsulates properties such as position, health, speed, and behavior (e.g., movement patterns, attack methods).
* **Rendering**: Implement methods to visually represent enemies on the screen, using graphics or console characters.
* **Collision Detection**: Implement logic to detect collisions between the player and enemies, triggering appropriate responses (e.g., reducing player life).

### 2. **Implement Enemy Spawning**

This feature focuses on creating a system for generating enemies at specific intervals or locations within the game. Key components include:

* **Spawning Logic**: Develop a method to spawn enemies at random or predetermined locations on the game map.
* **Spawn Timing**: Implement a timer or counter that controls how often enemies are spawned, allowing for increasing difficulty as the game progresses.
* **Spawn Limits**: Set limits on the number of enemies that can be active at any given time to manage performance and gameplay balance.
* **Variety of Enemies**: Consider implementing different types of enemies with varying attributes and behaviors to enhance gameplay diversity.

### 3. **Player Life**

This feature involves managing the player's health and lives throughout the game. Key aspects include:

* **Health System**: Implement a health system that reduces the player's life when they take damage from enemies or obstacles.
* **Game Over Logic**: Develop logic to handle what happens when the player runs out of lives, such as displaying a game over screen and offering options to restart or exit.
* **Health Recovery**: Optionally, implement items or power-ups that allow players to regain health or extra lives.

### 4. **Implement All Not Implemented Functions/Methods**
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